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(57) ABSTRACT

Methods, apparatuses and computer software products
implement embodiments of the present invention that include
storing, to a module memory in each of a plurality of modules
having multiple sub-modules, a record containing record
entries corresponding respectively to the sub-modules. Upon
detecting changes in respective states of the sub-modules of a
given module, the corresponding record entries are set in
response to the detected changes in the states of the sub-
modules of the given module. A cache containing cache
entries corresponding respectively to the sub-modules in the
plurality of the modules is stored to a controller memory, and
the record in each of the modules is polled. Upon detecting
that a given record entry of the given module has been set,
from the current state information with respect to the given
sub-module is requested and received, and a corresponding
cache entry is updated in the cache with the current state
information.

19 Claims, 3 Drawing Sheets
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1
MAINTAINING A SYSTEM STATE CACHE

FIELD OF THE INVENTION

The present invention relates generally to system manage-
ment, and specifically to maintaining a system state cache.

BACKGROUND

In systems comprising multiple modules having respective
multiple sub-modules, a controller in communication with
the modules can maintain a system state cache that stores a
current state of each of the sub-modules. In the event of a
change in a state of a given sub-module in a given module, the
given module can transmit a state change event report to the
controller, and upon receiving the report, the controller can
refresh the system state cache to reflect the change in the state
of'the given sub-module. The process of refreshing the system
state cache in response to receiving the report is known as an
event-driven refresh of the cache.

The description above is presented as a general overview of
related art in this field and should not be construed as an
admission that any of the information it contains constitutes
prior art against the present patent application.

SUMMARY

There is provided, in accordance with an embodiment of
the present invention an apparatus, including a plurality of
modules, each of the modules including multiple sub-mod-
ules, a module memory configured to store a record contain-
ing multiple record entries corresponding respectively to the
multiple sub-modules, and a module processor configured to
detect changes in respective states of the sub-modules, and to
set the corresponding record entries in response to the
detected changes in the states of the sub-modules. The appa-
ratus also includes a controller including a controller memory
configured to store a cache containing cache entries corre-
sponding respectively to the sub-modules in the plurality of
the modules, and a controller processor configured to poll the
record in each of the modules, and upon detecting thata given
record entry, corresponding to a given sub-module, has been
set, to request and receive from the module processor, current
state information with respect to the given sub-module and to
update a corresponding cache entry in the cache with the
current state information.

In a disclosed embodiment, upon updating the correspond-
ing cache entry in the cache with the current state informa-
tion, the controller processor is configured to reset the given
record entry.

In additional embodiments, the module processor of any
given module is configured, upon detecting a change in a state
of a sub-module of the given module, to transmit an event
report to the controller, and wherein the controller processor
is configured, in response to the event report, to update the
cache with respect to the change in the state. In further
embodiments, the event report indicates the change in the
state of the sub-module of the given module, and wherein
upon updating the cache with respect to the change in the
state, the controller processor is configured to reset the record
entry corresponding to the sub-module of the given module.

In some embodiments, the record includes a bitmap, and
wherein each of the record entries includes a respective bit in
the bitmap. In one embodiment, the sub-module may include
an input/output port.

In supplemental embodiments, the apparatus may include
a transport mechanism coupling the plurality of the modules
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2

to the controller, and wherein the controller is configured, via
the transport mechanism, to poll the records and to request
and receive the current state information. In some embodi-
ments, in response to receiving the request, the given module
processor is configured to determine the current state infor-
mation with respect to the given sub-module, and to transmit
the determined current state information to the controller.

There is also provided, in accordance with an embodiment
of the present invention a method, including storing, to a
module memory in each of a plurality of modules having a
module processor and multiple sub-modules, a record con-
taining multiple record entries corresponding respectively to
the multiple sub-modules, detecting, by a given module pro-
cessor of a given module, changes in respective states of the
sub-modules of the given module, setting, by the given mod-
ule processor, the corresponding record entries in response to
the detected changes in the states of the sub-modules of the
given module, storing, to a controller memory, a cache con-
taining cache entries corresponding respectively to the sub-
modules in the plurality of the modules, polling, by a control-
ler processor, the record in each of the modules, and upon the
controller processor detecting that a given record entry of the
given module has been set, requesting and receiving from the
given module processor, current state information with
respect to the given sub-module, and updating a correspond-
ing cache entry in the cache with the current state informa-
tion.

There is further provided, in accordance with an embodi-
ment of the present invention a computer software product,
the product comprising a non-transitory computer-readable
medium, in which program instructions are stored, which first
instructions, when read by a plurality of modules comprising
multiple sub-modules, cause each of the modules to store, to
amodule memory, a record containing multiple record entries
corresponding respectively to the multiple sub-modules, to
detect changes in respective states of the sub-modules, and to
set the corresponding record entries in response to the
detected changes in the states of the sub-modules. The com-
puter software product also includes second instructions,
when read by a controller, cause the controller to poll the
record in each of the modules, and upon detecting that a given
record entry, corresponding to a given sub-module, has been
set, to request and receive current state information with
respect to the given sub-module, and to update a correspond-
ing cache entry in the cache with the current state informa-
tion.

BRIEF DESCRIPTION OF THE DRAWINGS

The disclosure is herein described, by way of example
only, with reference to the accompanying drawings, wherein:

FIG. 1 is a block diagram that schematically illustrates a
system comprising multiple modules in communication with
a controller via a bus, in accordance with an embodiment of
the present invention;

FIG. 2 is a flow diagram that schematically illustrates a
method for a given module to handle an event comprising a
change in state of a given sub-module of the given module, in
accordance with an embodiment of the present invention; and

FIG. 3 is a flow diagram that schematically illustrates a
method for the controller to handle the event, in accordance
with an embodiment of the present invention.

DETAILED DESCRIPTION OF EMBODIMENTS

Embodiments of the present invention provide methods
and systems for complementing event driven refreshes with
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bitmap polling, in order to maintain a system state cache (also
referred to herein as the cache). As described hereinbelow, the
system may comprise a controller in communication a plu-
rality of modules via a transport mechanism, each module
comprising multiple sub-modules. For example, the system
may comprise a network switch having multiple modules,
and each sub-module may comprise an input/output (/O)
port.

In some embodiments, the transport mechanism may com-
prise a hardware bus such as an Inter-Integrated Circuit (I*C)
bus. In alternative embodiments the transport mechanism
may comprise a network connection such as an InfiniBand™
fabric.

To initialize a given module, a record containing multiple
record entries corresponding respectively to the multiple sub-
modules can be stored to a memory in each module. In some
embodiments, the record in each module’s memory may
comprise a bitmap comprising multiple bits, and each record
entry may comprise a given bit. Additionally, a cache con-
taining cache entries corresponding respectively to the sub-
modules in the plurality of the modules may be stored to the
controller’s memory.

Upon detecting a change in respective states of the sub-
modules of a given module, the given module can set the
record entries corresponding to the sub-modules of the given
module. In embodiments of the present invention, the con-
troller can periodically poll (i.e., at a polling interval) the
record in each of the modules, and upon detecting thata given
record entry of the given module has been set, the controller
can request and receive, from the given module via the trans-
port mechanism, current state information with respect to the
given sub-module, and update a corresponding cache entry in
the cache with the current state information.

One problem with event driven cache refreshes is that some
hardware transport mechanisms may not be 100% reliable,
and there is consequently a chance that a state change event
report sent from a given module or sub-module will not reach
the controller. Therefore, systems implementing embodi-
ments with embodiments described herein can help ensure
that the cache reflects the correct hardware states of the sys-
tem with a maximal latency of one polling interval. In opera-
tion, most state changes will be reflected almost immediately
by event driven cache refreshes, and only small amount of
changes will be reflected in the next polling interval.

Reading a state of a sub-module can be a time-intensive
operation, and is typically only performed upon receiving a
state change event report. On the other hand, since the records
in the modules are typically small, they can be polled fairly
quickly. Therefore, embodiments of the present can reduce
the time required to update the system state cache subsequent
to a hardware change that changes a state of a given sub-
module. Typically, each hardware change triggers a single
refresh activity (i.e., either polling or an event driven refresh),
except in rare cases when polling the record and receiving the
state change event report occur simultaneously.

System Description

FIG. 1 is a block diagram that schematically illustrates a
system 20 configured to maintain a system state cache 22 by
polling records such as bitmaps 24. System 20 comprises
modules 26 and a controller 28 that communicate over a bus
30, such as an Inter-Integrated Circuit (I°C) bus, that couples
the modules to the controller. While the example in FIG. 1
shows controller 28 coupled to modules 26 via bus 30, the
controller may be coupled to the modules via any other type
of transport mechanism, such as an InfiniBand™ fabric.
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Inthe configuration shown in FIG. 1, the modules and their
respective components can be differentiated by appending a
letter to the identifying numeral, so that the modules comprise
modules 26A, 26B and 26C. System 20 may comprise, for
example, a high-speed packet switch, in which modules 26
are switching cores, with sub-modules corresponding to
input/output (I/0) ports of the switch. Alternatively, the prin-
ciples of the present invention may be applied in management
of other sorts of complex, multi-module systems.

Each module 26 comprises a module processor 32, a mod-
ule memory 34 and multiple sub-modules, in this case I/O
ports 36. In the configuration shown in FIG. 1, I/O ports 36
can be differentiated by appending a letter to the identifying
numeral, so that module 26 A comprises ports 36 A-36C, mod-
ule 26B comprises ports 36D-36F, and module 26C com-
prises ports 36G-361. Although system 20 is shown and
described herein, for the sake of simplicity, as comprising
three modules with three ports per module, in practice such a
system may typically comprise substantially any number of
modules, with a much larger number of ports per module.

As described supra, each module 26 has a record contain-
ing multiple record entries corresponding respectively to the
multiple sub-modules (e.g., ports 36) in the module. In the
example shown in FIG. 1, the record comprises a bitmap 24
comprising bits 38 that is stored in memory 34. As described
hereinbelow, bits 38 are initially “not set” (i.e., store “0”), and
upon a given processor 32 detecting a change in state of a
given port 36, the processor sets (i.e., stores “1” to) the bit
associated with the given port. Alternatively, bits 38 may be
“set” to the value “0” and reset to the value “1.

Bitmaps 24 and bits 38 are differentiated in the present
description and in FIG. 1 by appending a letter to the identi-
fying numeral, so that memory 34A stores bitmap 24A com-
prising bits 38A-38C, memory 34B stores bitmap 24B com-
prising bits 38D-38F, and memory 34C stores bitmap 24C
comprising bits 38G-38I. In the example shown in FIG. 1, bit
38A corresponds to port 36A, bit 38B corresponds to port
36B, bit 38C corresponds to port 36C, bit 38D corresponds to
port 36D, bit 38E corresponds to port 36E, bit 38F corre-
sponds to port 36F, bit 38G corresponds to port 36G, bit 38H
corresponds to port 36H, and bit 381 corresponds to port 361.

Controller 28 comprises a controller processor 40 and a
controller memory 42 that stores a system state cache 22.
System state cache 22 has multiple cache entries 44, each of
the cache entries comprising a port identifier 46 and a port
state 48. The port state may indicate, for example, whether or
not a cable is connected to the given port and, if so, an identity
of'the cable, the current link speed and other operating param-
eters of the port.

Port identifiers 46 and port states 48 can be differentiated
by appending a letter to the identifying numeral, so that the
port identifiers comprise port identifiers 46 A-461 and the port
states comprise port states 48 A-481. In the example shown in
FIG. 1, the cache entry comprising port identifier 46 A and
port state 48A corresponds to port 36A, the cache entry com-
prising port identifier 46B and port state 48B corresponds to
port 36B, the cache entry comprising port identifier 46C and
port state 48C corresponds to port 36C, the cache entry com-
prising port identifier 46D and port state 48D corresponds to
port 36D, the cache entry comprising port identifier 46F and
port state 48E corresponds to port 36E, the cache entry com-
prising port identifier 46F and port state 48F corresponds to
port 36F, the cache entry comprising port identifier 46G and
port state 48G corresponds to port 36G, the cache entry com-
prising port identifier 46H and port state 48H corresponds to
port 36H, and the cache entry comprising port identifier 461
and port state 481 corresponds to port 361.
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Each port 36 may be referenced by an ordered pair (A,B),
where A is a number referencing a given module 26, and B is
a number referencing a given port 36. In the example shown
in FIG. 1, ordered pair (1,1) references port 36 A, ordered pair
(1,2) references port 368, ordered pair (1,3) references port
36C, ordered pair (2,1) references port 36D, ordered pair
(2,2) references port 36E, ordered pair (2,3) references port
36F, ordered pair (3,1) references port 36G, ordered pair (3,2)
references port 36H, and ordered pair (3,3) references port
361

Processors 32 and 40 may comprise general-purpose cen-
tral processing units (CPU) or special-purpose embedded
processors, which are programmed in software or firmware to
carry out the functions described herein. The software may be
downloaded to modules 26 and controller 28 in electronic
form, over a network, for example, or it may be provided on
non-transitory tangible media, such as optical, magnetic or
electronic memory media. Alternatively, some or all of the
functions of the processors may be carried out by dedicated or
programmable digital hardware components, or using a com-
bination of hardware and software elements.

System Event Handling

FIG. 2 is a flow diagram that schematically illustrates a
method for a given module 26 to detect and handle a change
in a state of a given port 36, in accordance with an embodi-
ment of the present invention. While embodiments herein
describe detecting and handling a change in a state of a given
port 36, detecting and handling a change in a state of any
device in a given module 26 is considered to be within the
spirit and scope of the present invention.

In the flow diagram shown in FIG. 2, a given module
processor 32 can perform steps 52-56 and steps 58-62 con-
currently. As explained hereinbelow, the given module pro-
cessor performs steps 54-56 upon detecting a change in a state
of'a given port 36, and performs steps 60-62 upon receiving a
request for a current state of the given port (or any port 36). In
some embodiments, steps 52-56 may be executed on a first
thread (also known as a logical core) of each module proces-
sor 32 and steps 58-62 may be executed on a second thread of
each of the module processors.

In a module initialization step 50, each processor 32 stores
a bitmap 24 to its respective memory 34, and initializes the
bitmap. As described supra, each port 36 in a given module
has a corresponding bit 38 in bitmap 24. In embodiments
described hereinbelow, storing a “1” to a given bit 38 (also
referred to herein as setting the given bit) indicates that there
is a change in a state of the port associated with the given bit,
and storing a “0” to the given bit (also referred to herein as
resetting the given bit) indicates that there is no change in the
state of the port associated with the given bit. Therefore, to
initialize bitmaps 24, processors 32 resets each bit 38.

In a first comparison step 52, a given module processor 32
waits to detect a change in a state of a given port 36. Upon a
given module processor 32 detecting a change in a state of a
givenport 36, then in a set step 54, the given module processor
sets a given bit 38 that corresponds to the given port. In the
example shown in FIG. 1, processor 32B has detected a
change in a state of port 36E, and has set bit 38E in response
to detecting the change. In a transmit step 56, the given
module processor transmits, via bus 30 to controller 28, an
event report indicating the change in the state of the given
sub-module, and the method continues with step 52.

In embodiments where the change in the state comprises a
cable (not shown) either being plugged into the given port or
a being unplugged from the given port, the event report typi-
cally includes information such as the given module, the
given port, and the specific event, i.e., either the cable being
plugged in or the cable being unplugged. If the event com-
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prises a cable being plugged into the given port, then the event
report may include additional information such as informa-
tion on the cable that was plugged in. Additional examples of
events that can trigger event reports include, but are not lim-
ited to:

An operational state of a given port 36. The operational

state of a given port can change if a status of “neighbor”
(i.e., a device in communication with the system via the
given port) changes.

A change in communication speed of a given port 36.

While steps 54 and 56 describe a given module processor
34 detecting and conveying an indication of a change in a state
of'a given port 36, detecting and conveying the change in the
state of the given port by a different component of module 26,
is considered to be within the spirit and scope of the present
invention. For example, each given port 36 may contain its
own logic that can detect and convey, to controller 28 via bus
30, an event report indicating a change in a state of the given
port.

In a second comparison step 58, a given module processor
waits to receive a request for a current state of a given port 36.
Upon the given module processor receiving, from controller
28, a request for a current state of a given port 36, the given
module processor determines the current state of the given
port in a determination step 60, transmits the identified state
to the controller in a transmission step 62, and the method
continues with step 58.

FIG. 3 is a flow diagram that schematically illustrates a
method for controller 28 to detect and handle an event com-
prising a change in a state of given port 36, in accordance with
an embodiment of the present invention. In the flow diagram
shown in FIG. 2, a controller processor 40 can perform steps
72-82 and steps 84-88 concurrently. As explained hereinbe-
low, processor 40 performs steps 76-82 upon detecting a a
given bit 38 that is set, and performs steps 86-88 upon receiv-
ing from a given module 26, an event report for a given port
36. In some embodiments, steps 72-82 may be executed on a
first thread of processor 40, and steps 84-88 may be executed
on a second thread of the controller processor.

In a controller initialization step 70, processor 40 creates
and stores cache 22 to memory 42. Cache 22 contains respec-
tive cache entries 44 for each port 36. In embodiments of the
present invention, each of the entries comprises a given port
identifier 46 (e.g., identifier 46 A) and its associated port state
48 (e.g., state 48A).

In a polling step 72, processor 40 polls, via bus 30 (or any
other type of transport mechanism), each bitmap 24 to iden-
tify a change in a state in any port 36. In some embodiments,
processor 40 polls bitmaps 24 using remote direct memory
access (RDMA), which typically has little or no performance
impact on system 20. While polling the bitmaps, controller 28
can implement the following pseudo-code to read bitmaps 24:

For each polled hardware module Mi

While ((Bi=Read Mi Bitmap)>0)

Sub system Sj=first set bit in Bi

Clear for Module Mi bit j

Read hardware state of module Mi sub module Sj
In the pseudo-code listed above, Mi indicates a given module
26, Bi indicates a given bitmap 24, and Sj indicates a given
sub-module (i.e., a given port 36).

In a first comparison step 74, if processor 40 detects, in a
given module 26, a given bit 38 that is set, then in a transmis-
sion step 76, the controller processor transmits, to the given
module, a request for the current state information of a given
port 36 that corresponds to the set bit. In a receive step 78,
processor 40 receives, in response to the request, the current
state information for the given port. Upon receiving the state
information for the given port, the controller processor
updates port state 48 of a given cache entry 44 that corre-
sponds to the given port (i.e., the given cache entry whose



US 9,384,139 B2

7

respective port identifier 46 references the given port) in a first
update step 80, and resets the given bit in a first reset step 82,
and the method continues with step 72.

Returning to step 74, if processor 40 does not detect, in
bitmaps 24, a given bit 38 that is set, then the method contin-
ues with step 72.

In a second comparison step 84, processor 40 waits to
receive an event report. Upon processor 40 receiving, from a
given module 26 for a given port 36, then the controller
processor resets the given bit that corresponds to the given
portin asecond reset step 86, updates the given cache entry 44
that corresponds to the given port in a second update step 88,
and the method continues with step 84.

In embodiments described herein, system 20 complements
event driven refreshes of cache 22 with polling bitmaps 24.
While the steps in the flow diagram shown in FIG. 3 describe
processor 40 detecting a change in a state of a single given
port 36, and updating the cache entry corresponding to the
given port, the steps described in the flow diagram may detect
a change in a state of two different port, and updating the two
corresponding cache entries.

For example, processor 40 can poll bitmaps 24 at a specific
polling interval. In steps 74-82, upon polling the bitmaps,
processor 40 may detect a set bit 38 that is associated with a
first port 36, and receive an event report for a second port 36
in steps 84-88. In this example, processor 40 receives the
event report in-between polling bitmaps 24 at the polling
interval.

It will be appreciated that the embodiments described
above are cited by way of example, and that the present
invention is not limited to what has been particularly shown
and described hereinabove. Rather, the scope of the present
invention includes both combinations and subcombinations
of the various features described hereinabove, as well as
variations and modifications thereof which would occur to
persons skilled in the art upon reading the foregoing descrip-
tion and which are not disclosed in the prior art.

The invention claimed is:

1. A network switch, comprising:

a plurality of switching cores, each of the switching cores

comprising:

multiple input/output ports for network communication;

a switching-core memory configured to store a record
containing multiple record entries corresponding
respectively to the multiple ports; and

a switching-core processor configured to:

(1) detect changes in respective states of the ports of
the switching core, and, in response to the detected
changes, set the corresponding record entries and
transmit respective event reports indicating the
changes, and

(i) receive a request for current state information with
respect to one of the ports of the switching core,
and, in response to the request, transmit the current
state information; and

a controller comprising:

a controller memory configured to store a cache contain-
ing cache entries corresponding respectively to the
ports in the plurality of the switching cores; and

a controller processor configured to:

(a) periodically poll the record in each of the switch-
ing cores, and upon detecting that a given record
entry, corresponding to a given port of a given
switching core, has been set, transmit the request
for current state information with respect to the
given port, receive the current state information
from the switching-core processor of the given
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switching core, and update a corresponding cache
entry in the cache with the current state informa-
tion, and

(b) receive the event reports indicating the changes in
respective states of the ports, and, in response to the
event reports, update the cache with respect to the
changes.

2. The network switch according to claim 1, wherein upon
updating the corresponding cache entry in the cache with the
current state information, the controller processor is config-
ured to reset the given record entry.

3. The network switch according to claim 1, wherein upon
updating a particular cache entry, corresponding to a particu-
lar one of the ports, in response to a particular one of the event
reports, the controller processor is configured to reset the
record entry corresponding to the particular one of the ports.

4. The network switch according to claim 1, wherein the
record comprises a bitmap, and wherein each of the record
entries comprises a respective bit in the bitmap.

5. The network switch according to claim 1, and compris-
ing a transport mechanism coupling the plurality of the
switching cores to the controller, and wherein the controller is
configured, via the transport mechanism, to poll the records
and to request and receive the current state information.

6. The network switch according to claim 1, wherein the
switching-core processor of each of the switching cores is
configured to concurrently perform (i) and (ii).

7. The network switch according to claim 6, wherein the
switching-core processor of each of the switching cores is
configured to concurrently perform (i) and (ii) by executing
(1) on a first thread of the switching-core processor, and
executing (ii) on a second thread of the switching-core pro-
Ccessor.

8. The network switch according to claim 1, wherein the
controller processor is configured to concurrently perform (a)
and (b).

9. The network switch according to claim 8, wherein the
controller processor is configured to concurrently perform (a)
and (b) by executing (a) on a first thread of the controller
processor, and executing (b) on a second thread of the con-
troller processor.

10. A method, comprising:

storing, to a respective switching-core memory in each of a

plurality of switching cores of a network switch, each of
the switching cores having a switching-core processor
and multiple input/output ports for network communi-
cation, a record containing multiple record entries cor-
responding respectively to the multiple ports of the
switching core;

using the switching-core processor of a given switching

core of the plurality of switching cores:

(1) detecting changes in respective states of the ports of
the given switching core, and, in response to the
detected changes, setting the corresponding record
entries and transmitting respective event reports indi-
cating the changes, and

(ii) receiving a request for current state information with
respect to a given one of the ports of the switching
core, and, in response to the request, transmitting the
current state information;

storing, to a controller memory of a controller of the net-

work switch, a cache containing cache entries corre-

sponding respectively to the ports in the plurality of the
switching cores; and

using a controller processor of the controller:

(a) periodically polling the record in each of the switch-
ing cores, and, upon detecting that a given record
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entry, corresponding to the given one of the ports of
the given switching core, has been set, transmitting
the request for current state information with respect
to the given one of the ports, receiving the current
state information from the switching-core processor
of the given switching core, and updating a corre-
sponding cache entry in the cache with the current
state information, and

(b) receiving the event reports indicating the changes in
respective states of the ports, and, in response to the
event reports, updating the cache with respect to the
changes.

11. The method according to claim 10, and comprising
resetting the given record entry upon updating the corre-
sponding cache entry in the cache with the current state infor-
mation.

12. The method according to claim 10, and comprising,
upon updating a particular cache entry, corresponding to a
particular one of the ports, in response to a particular one of
the event reports, resetting, by the controller processor, the
record entry corresponding to the particular one of the ports.

13. The method according to claim 10, wherein the record
comprises a bitmap, and wherein each of the record entries
comprises a respective bit in the bitmap.

14. The method according to claim 10, wherein the con-
troller is configured to poll the records and to request and
receive the current state information via a transport mecha-
nism coupling the plurality of the switching cores to the
controller.

15. The method according to claim 10, comprising, using
the switching-core processor of the given switching core,
concurrently performing (i) and (ii).

16. The method according to claim 15, wherein concur-
rently performing (i) and (ii) comprises executing (i) on a first
thread of the switching-core processor, and executing (ii) on
a second thread of the switching-core processor.

17. The method according to claim 10, comprising, using
the controller processor of the controller, concurrently per-
forming (a) and (b).

18. The method according to claim 17, wherein concur-
rently performing (a) and (b) comprises executing (a) on a
first thread of the controller processor, and executing (b) on a
second thread of the controller processor.
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19. A computer software product, the product comprising a
non-transitory computer-readable medium, in which pro-
gram instructions are stored, the program instructions includ-
ing:

first instructions, which, when read by a respective switch-

ing-core processor of each switching core of a plurality

of switching cores belonging to a network switch, each

of the switching cores comprising multiple input/output

ports for network communication, cause the switching-

core processor:

to store, to a memory of the switching core, a record
containing multiple record entries corresponding
respectively to the multiple ports of the switching
core;

to detect changes in respective states of the ports of the
switching core, and, in response to the detected
changes, to set the corresponding record entries and
transmit respective event reports indicating the
changes; and

to receive a request for current state information with
respect to one of the ports of the switching core, and,
in response to the request, transmit the current state
information; and

second instructions, which, when read by a controller pro-

cessor of a controller of the network switch, cause the

controller processor:

to periodically poll the record in each of the switching
cores, and, upon detecting that a given record entry,
corresponding to a given port of a given switching
core of the switching cores, has been set, transmit the
request for current state information with respect to
the given port, receive the current state information
from the switching-core processor of the given
switching core, and update a corresponding cache
entry in a cache, which is stored in a memory of the
controller, with the current state information, and

to receive the event reports indicating the changes in
respective states of the ports, and, in response to the
event reports, update the cache with respect to the
changes.



